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Abstract—Great emphasis has been recently given to agent-oriented methodologies for the construction of complex software systems. In this paper two approaches for the construction of agent-oriented methodologies and based on methods integration are presented: meta-model-driven and development process-driven. The former is based on the MAS meta-model adopted by designers for the development of a MAS for a specific problem in a specific application domain. The latter is based on the instantiation of a software development process in which each phase is carried out using appropriate method fragments and by the mutual adaptation of the work products coming out from each phase.

I. INTRODUCTION

In analysing and building complex software systems, a number of fundamental techniques for helping to manage complexity have been devised [3]:

- **Decomposition**: the basic technique for tackling large problems by dividing them into smaller, more manageable chunks, each of which can then be approached in relative isolation. It helps tackling complexity because it limits the designer’s scope.
- **Abstraction**: the process of defining a simplified model of the system that emphasizes some details or properties, while suppressing others. It is useful because it limits the designer’s scope of interest at a given time.
- **Organization**: the process of defining and managing the interrelationships between the various system’s components. The ability to specify organizational relationships helps tackling complexity by enabling a number of basic components to be grouped together and treated as a higher-level unit of analysis, and by providing a means of describing the high-level relationships between the various units.

Recently the agent-oriented approach [13] has been widely recognized as very suitable for the development of complex software systems since it fully exploits the techniques listed above. In particular in the context of complex software systems:

- the agent-oriented decompositions are an effective way of partitioning the problem space;
- the key abstractions of the agent-oriented mindset (agents, interactions, and organizations) are a natural means of modelling;
- the agent-oriented philosophy for modelling and managing organizational relationships is appropriate for dealing with the existing dependencies and interactions.

The development of complex software systems by using the agent-oriented approach requires suitable agent-oriented modelling techniques and methodologies which provide explicit support for the key abstractions of the agent paradigm. Several methodologies supporting analysis, design and implementation of Multi-Agent Systems (MAS) have been to date proposed in the context of Agent Oriented Software Engineering (AOSE) [14]. Some of the emerging methodologies are Gaia [16], MaSE [7], Prometheus [15], Tropos [4], Message [5], Passi [6], and Adelfe [2]. Although such methodologies have different advantages when applied to specific problems it seems to be widely accepted that an unique methodology cannot be general enough to be useful to everyone without some level of customization. In fact, agent designers, for solving specific problems in a specific application context, often prefer to define their own methodology specifically tailored for their needs instead of reusing an existing one. Thus, an approach that combines the designer’s need of defining his own methodology with the advantages and the experiences coming from the existing and documented methodologies is highly required.

A possible solution to this problem is to adopt the method engineering paradigm so enabling designers of MAS to use phases or models or elements coming from different methodologies in order to build up a customized approach for their own problems [12].

In particular, the development methodology is constructed by assembling pieces of methodologies (method fragments) from a repository of methods (method base). The method base is built up by taking method fragments coming from existing agent-oriented methodologies (such as Adelfe, Gaia, Message, Passi, Tropos, etc.) or ad hoc defined methods. Currently this approach is adopted by the FIPA Methodology Technical Committee (TC) [20].

It is therefore crucial to define guidelines for methods integration in order to both construct the methodology (retrieving the method fragments from the method base and integrating them) and apply it in the actual development life cycle. In this direction, the paper proposes two approaches for
the construction of agent-oriented methodologies by using methods integration: (i) meta-model-driven, which is based on the MAS meta-model adopted by the designer for the development of a MAS for a specific problem in a specific application domain; (ii) development process-driven, which is based on the instantiation of a software development process in which each phase is carried out using appropriate method fragments.

The remainder of this paper is organized as follows. In section II and III the meta-model-driven and the development process-driven approaches are respectively described. In section IV, conclusions are drawn and on-going research activities delineated.

II. THE MAS META-MODEL-DRIVEN APPROACH

A method fragment [18] is a portion of methodology which is composed of the following parts:

1) A process specification, defined with a SPEM diagram [21], which defines the procedural aspect of the fragment;
2) One or more deliverables such as AUM/UML diagrams and text documents [1];
3) Some preconditions which represent a kind of constraint since it is not possible to start the process specified in the fragment without the required input data or without verifying the required guard conditions;
4) A list of elements (which is a part of the MAS meta-model subsumed by the methodology from which it was extracted) to be defined or refined through the specified process;
5) Application guidelines that illustrate how to apply the fragment and related best practices;
6) A glossary of terms used in the fragment in order to avoid misunderstandings if the fragment is reused in a context that is different from the original one;
7) Composition guidelines which describe the context/problem that is behind the methodology from which the specific fragment is extracted;
8) Aspects of fragment which are textual descriptions of specific issues such as platform to be used, application area, etc;
9) Dependency relationships useful to assemble fragments. It should be noted that not all of these elements are mandatory; some of them (for instance notation or guidelines) could be not applicable or not necessary for some specific fragment.

To build his own methodology by exploiting the meta-model-driven approach, the designer must:

- choose or define a MAS meta-model suitable for the specific problem and/or the specific application domain;
- identify the elements that compose the meta-model of the MAS under development;
- choose the method fragments that are able to produce the identified meta-model elements;
- defining a development process characterized by a method fragments execution order on the basis of the relationship existing among the meta-model elements produced by each fragment.

Hence, the obtained methodology is able to completely cover the MAS meta-model for a given problem in a specific application domain.

![Fig. 1. An example MAS meta-model](image1)

An example MAS meta-model is reported in Figure 1. Referring to the MAS meta-model of Adelfe, Gaia and Passi a set of methods fragments that are able to produce a piece of the MAS meta-model can be chosen. To completely cover the MAS meta-model selected fragments can be combined and, if necessary, new fragments can be defined (see Figure 2).

Using this approach, the integration among the fragments is based on the relationships existing among the elements of the MAS meta-model. Thus, in order to obtain a completely and well-defined ad-hoc methodology, a proper method fragments execution order is to be defined.

![Fig. 2. An example of meta-model-driven methods integration](image2)
On the basis of the relationships shown in figure 2) the method fragments execution order is the following:

1) the Agents Identification fragment of Passi [19];
2) the concurrent execution of the ad-hoc defined fragment and the Individuate agent’s aptitudes and skills fragment of Adelfe [17];
3) the concurrent execution of the Develop a Services Model fragment of Gaia and the Identify and document the interaction protocols fragment of Gaia [11];
4) the Ontology definition fragment of Passi [19].

III. THE DEVELOPMENT PROCESS-DRIVEN APPROACH

The development process-driven approach focuses on the instantiation of a software development process that completely covers the development of MAS (see Figure 3).

To build his own methodology by exploiting the development process-driven approach, the designer must:
- choose or define a software development process suitable for the specific problem and for the specific application domain;
- instantiate the development process by selecting, for each phase, suitable method fragments, chosen from agent-oriented methodologies proposed in the literature or ad-hoc defined.

An example software development process [8] is reported in Figure 3. Referring to the development phases specified by Tropos, Gaia, Passi and by a Statecharts-based methodology [10], a set of methods fragments that are able to carry out each phase of the development process are to be chosen. To completely cover the development process the selected fragments can be combined and, if necessary, new fragments can be defined (see Figure 4). Using this approach, the integration between the fragments is achieved by individuating and/or defining dependencies among work products produced by the fragments of the instantiated process. Notice that the work products produced in a given fragment might constitute the input for the next fragment provided that they contain all the information required to its initialization (see Figure 5).

IV. CONCLUSIONS

This paper has proposed two approaches to the integration of methods fragments: meta-model-driven and development process-driven. These approaches are not mutually exclusive; rather, hybrid approaches containing features of both of them might be defined as well.
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